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Foreword

For the last three years, I have plunged headfirst into the Linux
programming environment. Considering my first installation of Linux was back-in
1996, it should not be considered a good first start. As an enthusiastic Basic
developer, the Linux environment lacked a tool that would allow me to easily
program in the Linux environment. By chance, I stumbled upon a small project,
the fruit of more than two years of work from a man named Benoit Minisini. After
figuring out how to get past the idiosyncrasies of compilation, I discovered what
was to be the embryonic stages of one of the most fabulous projects i could have
imagined, Gambas! At that time, Gambas was already implemented with it's own
Integrated Development Environment (IDE) and a syntax highlighter. The ability
of Gambas to dynamically load components and remain fairly true to the Basic
language as used under Windows was an added benefit.

Today, Gambas has arrived as a mature product that, in it's first-version,
allows a user to construct graphical applications or console based applications,
supports database management, connection to the Internet or to socket servers,
utilizes data compression, supports DCOP with KDE applications, and much more.
A Gambas application can be translated directly from the IDE and packaged in
binary form for different Linux distributions. What was initially alluring to me
still is -- Gambas has gone beyond being just another programming language
because it supports all of the features of a "professional" product while retaining
its simplicity. Gambas provides a real tool for the beginning programmer and
makes it possible for a novice programmer to develop high quality applications.
Here, in this book, you will find the first comprehensive treatment of Gambas. "It
makes approaching the Gambas language simple and the reader can easily
progress from the beginner's level topics to the more advanced topics professional
programmers use daily.

Gambas has and will continue to evolve. Gambas Version 1.0 (discussed-in
this book) is the foundation of a language which will evolve to be even more
powerful. For example, Gambas Version 2 will make it possible to make API calls
to a native library. It will allow programmers to manage even more types of
database servers and will work equally well with either Qt or GTK graphics
libraries. Gambas 2 will allow programmers to develop their own components
from within the Gambas environment. Developers will be able to create games
using SDL and OpenGL. The scope of the Gambas language is growing larger and
and the syntax is becoming more compact. All of these ideas for improvement
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and change do not rest solely in the heads of a stable of chosen developers
working on the Gambas 2 project. They come from all Gambas users who provide
the ideas that make Gambas 2 even better than before. Already it can do so much
more than version 1.0. I strongly recommend that while you are waiting for ‘the
stable release of Gambas 2, you begin your Gambas training with your machine
and what you will find in this book. It will prepare you for a wonderful
programming experience in the Linux environment.

Fabien Bodard and Benoit Minisini
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Chapter 1 - Introducing Gambas

Gambas was initially created by Benoit Minisini, a resident of the suburbs
of Paris. According to Benoit, Gambas is a Basic language with object extensions.
The name itself is a play on the words "Gambas almost means Basic" and,
according to the author, Gambas evolved because of his personal programming
experiences with the Microsoft Visual Basic® software product’. Rather-than
contend with the horrendous number of bugs and idiosyncrasies found in that
product, he decided to create Gambas.

Gambas is licensed under the GNU Public License® and has taken ‘on a life
of it's own due to its immense popularity. Gambas runs on most of the major
Linux platforms and the current (at the time of this writing) stable version-is
Release 1.0.9. Minisini makes it very clear that Gambas is not compatible with
Visual Basic and it will never be made compatible. The syntax and -internal
workings of Gambas are far better and more user friendly. Minisini stated: [sic]
that he “took from Visual Basic what he found useful: the Basic language, the
development environment, and the ability to quickly [and easily] make programs
with [graphical] user interfaces.”

Minisini disliked the overall poor level of programming that is common
among many Visual Basic programs. Many believe that this problem may be due
to the “enforced” use of quirky programming practices imposed on developers as a
result of the wide range of bugs and the strange idiosyncrasies of the proprietary
VB language. Gambas has been developed to be as coherent, logical and reliable
as possible. Because it was developed with an approach designed to enhance
programming style and capture the best the Basic programming language has-to
offer, the addition of object-based programming has allowed Gambas to become a
popular, modern, stable, usable programming environment for Linux developers.

Gambas Architecture

Every program written with Gambas Basic is comprised of a set of project
files. Each file within a project describes a class. The class files are initially
compiled and subsequently executed by the Gambas Interpreter. This is very
similar to how Java works. Gambas is made up of the following programs:

1 The reader is encouraged to visit http:/gambas.sourceforge.net/index.html to learn more about the Gambas project.
2 For information about the license, visit http://www.gnu.org/licenses/licenses.html#GPL .
3 See the Gambas Wiki Web Site Introduction at http:/gambas.sourceforge.net/index.html for more details.
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v A compiler

v An interpreter

v An archiver

v A graphical user interface component
v A development environment

Figure 1 below* is an illustration of the overall architecture of Gambas. - In
Gambas, a project contains class files, forms, modules, and data files. A Gambas
project is stored in a single directory. Compiling a project uses in incremental
compile method that only requires recompilation of the modified classes. Every
external reference of a class is solved dynamically at runtime. The -Gambas
archiver transforms the entire project directory structure into a standalone
executable. The Gambas development environment was written with Gambas to
demonstrate the fantastic capabilities of the language.

Gambas Project Folder
fe.form, *.class, *.module, *.png, etc.

[Gambas Compil er..

ompiler output

[Gambas Archiv er.

v
K}gu;pa,s, Exe cutable.
|

Class Loader

Component Interface

Gambas Interpreter

Execution Unit
and
Debugger

Component Loader

- | Components
Native classes and
ob component 1 Components

Figure 1- General overview of Gambas architecture.

Some other features that set Gambas apart from other languages include
the fact that Gambas has an extensible component architecture that allows
programmers to extend the language. Anyone can write components as shared
libraries that dynamically add new native classes to the interpreter. The
component architecture is documented online in the Gambas Wiki encyclopedia®.

4 See URL http://gambas.sourceforge.net/architecture.html, for the original graphic.
5 Copyright (c) 1999-2005 by contributing authors. All material on the Gambas Wiki is the property of the contributing

20



A Beginner's Guide to Gambas

We will cover Gambas components in greater detail later in this book. By default,
the Gambas Interpreter is a text-only (console-based) program. The component
architecture is used for the graphical user interface (GUI) part of the language.
Because the GUI is implemented as a Gambas component, it has the ability to be
independent of any specific GUI toolkit. With Gambas, you can write a program
and choose which toolkit, such as GTK+°, Qt’, etc., to use later. The current
release of Gambas implements the graphical user interface with the Qt toolkit.
The GUI components are derived directly from the QT library. It is recommended
that the reader also consult with the QT documentation® to better understand the
GUI controls. According to Minisini, a GTK+ component with a nearly identical
interface as the Qt component is planned.

‘Welcome to Gambas ! -

Gambas Sy
™ New project Recent projects
J Database
[E Open project - et
[> Recent projects DataReporiExample
(@ Examples W& radicbuttons-in-groups
J Database
o g Collection
‘s TreeView
G Notepad
% KateBrowser

Figure 2- the Gambas Opening Screen.

authors.
6 For more info about GTK+, visit http://www.gtk.org/ .

7 For more info about Qt, visit http:/www_trolltech.com/products/qt/ .
8  http://doc.trolltech.com/3.3/index.html
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Another feature of Gambas that sets it apart from other programming
languages is the capability of any window or dialog box to be used like a control.
This feature is not directly supported in other programming languages. -Also,
Gambas projects are easily translatable, into almost any other language. ~“We will
demonstrate this feature later in the book when we cover Internationalization
(i18n).

The Gambas Programming Environment

For now, let's take a quick tour of Gambas and introduce you to the
Gambas programming environment. All of the examples and code written for this
book were developed using Gambas version 1.0.9 running on Linspire® 5.0°.
They should work on any platform that you can install Gambas on successfully.
For Linspire® users, it is as simple as the click of a button using the Click-N-Run®
warehouse feature of that product. When you first click the desktop icon to start
the Gambas program, you will be presented with an opening screen similar. to that
found in Figure 2 above. The welcome screen allows you to create a new project,
open an existing project, view and select from recent projects, look at examples,
or quit. For our quick tour of Gambas, we are going to select the New Project
option and create our first Gambas project. You will see a dialog similar to Figure
3 below appear.

Welcome to the Gambas project creation w
wizard!

This wizard allows you to create a new Gambas project. This project will be
created from scratch or from an already existing project.

Press the Next button to start creating the project

Press the Cancel button to cancel the wizard.

[ Nexi> | [ = gl IJ

Figure 3- The Gambas Project Creation Wizard.

9 For more info about Linspire, visit http://www.linspire.com .

22



A Beginner's Guide to Gambas

Simply click the Next>> button and you will be presented with another
dialog that requires you to choose the type of project you want to create (see
Figure 4, below). This dialog requires you to pick between a GUI project or a
console project.

e ————— s}

Select the type of the project

& Create a graphical project

i  Create a terminal project

¢ Copy an existing project

= B | ,WI | = Cancell

Figure 4- A dialog to select the type of Gambas project you wish
to create.

For our example, choose the first selection, “Create a graphical project” and
click the Next>> button at the bottom of the dialog. The next dialog that you
will see requires you to name your project and choose where it will be located ‘on
your local file system. It is shown in Figure 5 below.

This section of the wizard has you to specify the name of the project as it
will be stored on disk. Remember, in Gambas a project is entirely self-contained
in a directory or folder. The folder name you choose as the name for the project
is what will be created on your system.

The title of the project will be what you specify in the second text input
field of the dialog. Additionally, the Options section allows you to choose
whether or not your project will be translatable and if the controls used on'your
forms are going to be made publicly accessible. We will discuss these option in
more detail later in this book. For now, just fill out the dialog as shown in Figure
5 and click Next>>.
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Create a new project

Select the name of the project

|F|rstPr0]ec‘r

Select the title of the project

|My First Project

Options
¥ Project is translatable

¥ Form controls are public

<< Previous | Next >> I | Cancel \lJ

Figure 5- Project Name Selection Dialog.

Choose a directory appropriate for your file system and click the Next>>
button to proceed to the final dialog screen of the wizard, as shown on the
following page in Figure 7. This dialog is simply a confirmation screen of the
choices you have made. The most important thing to remember about this screen
is that it is the last chance you have to back up and make changes before your
new project is created.

Create a new project

Select the directory of the project

Lookin  [froot/Development B = ef S
NEE=E ][ vame 5 |Size |Typs

T—| —[Oc_dev (@& Database 1K Gambas
[C1Desktop @ irtest 1 K Gambas
§ &= Development |
CIECDICT
Clisam
~[(JavaDev
~[JLiguor
My Computer
CIMy Documents
- [CIMy Downloads
CIMy Programs

CaNetwork

~-CIRPM

Catutorial z 7| | |
Directory |Deve|opment
<< Previous I Next >> I I Cancel | ]

Figure 6- Project Directory Selection Dialog.
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= Createanewproject——— O

Create a new project ﬂ
All needed information have been collected. Here is a summary of

what will happen

Click on the OK button to create the project.
Click on the Previous button if you had made a mistake

Click on the Cancel button to cancel the operation.

Create a graphical project —
Project name

FirstProject

Project directory

froot/Development

Options
+ Project is translatable =
== Previous I I OK Cancel I ]

Figure 7- New Project confirmation dialog.

Once you have clicked on the “OK” button to finish this wizard, Gambas
will present you with the Gambas integrated development environment (IDE).
The IDE consists of several components that are shown in Figure 8 on the next

page.
Gambas IDE Components

The Project Explorer is the main Gambas window. It show you a TreeView
of the types of files found within your project (i.e., class files, forms, modules, and
other types of files such as data and picture or icon files) and the Project Explorer
allows you to perform most Gambas project management operations, -such-as
opening and saving projects, building executables, running your program -or
debugging it, showing or hiding various Gambas dialogs, etc. From the TreeView
in the Project Explorer, you will see the items listed as follows:

v Classes
v Forms
v Modules
v Data

Classes lists the class files you've created for your project. Classes are

basically templates that can be used to make objects out of at runtime, with code
to define properties, methods and event handlers for each object you create.
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Project - FirstProject @ =———— MainFormform[modified] ————————— Q¢ Toolbox @
File Project View Tools ? P Form

DE@RE s AN
PuEGHHE

X A abcwx ][] V]
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{-&Classes S Lo
=-E3Forms b a1 9 |
EModules Ui U3 {j {7\ ] | @
i Sk C’:} The Toolbox window
)
Properties @@
(Class) Button
(Name)
MainForm.class 1:1 (Group)
s . BOE L BE®o o bl d 0L X
This i the project explorer TGambas class file il a0
N width 88
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B visible e
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xpan alse
ME.Close(TRUE) ;ext
icture
END Border True

Default
PUBLIC SUB btnCancel_Click() Cancel

ME.Close() Properties window

END

oK. status bar

Figure 8- The Gambas IDE.

Forms lists the various forms you create for your project. Forms. are the
windows the user actually interacts with.

Modules display the modules you've written for your project. Modules are
simply sets of subroutines and functions to be used anywhere in your program.
Unlike classes, you can't make objects out of them at runtime and they have no
event handlers.

Data lists the other files in your project. These can include any other kind
of file used to build your project, such as graphic files, icons, bitmaps, text or
HTML files, and even media files. At the bottom of the Project Explorer-you will
find the Status Bar which is used to indicate what Gambas is currently doing:

When you start to develop a project in Gambas, you will usually want to
begin with a main form. The main form is where the program startup-and
initialization will occur and it is usually the first thing your user will see when
they execute (or run) the application you have built. This is the form you will add
controls to and specify what actions are to be taken when the user interacts with
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those controls. Such interaction between the user and the GUI is referred to as
events. The controls are found in the ToolBox window. You can change the
appearance and behavior of the controls by setting the properties for each control.
Properties can be seen in the properties window.

Now, lets take a look at the menus and buttons found at the top of the
Project Explorer. The menus (see Figures 9 through 12 below) control all the main
Gambas management tasks. The File menu will allow you to open a project, save
a project, create a new project, open some Gambas example projects; or quit
using Gambas. The Project Menu is where program compilation occurs. “You can
also create the program executable, make a source archive, or create ‘an
installation package. This menu offers you the option of translating your
program into another language. Finally, you can set Gambas IDE properties from
this menu.

Project - FirstProject Project - FirstProject

IﬁErUjem View Tools ? File | Project View Tools 2
- [0 MNew project...  Cirl+N H m@ Compile F7
& Open project... Ctrl+O B> |4 Compile Al Alt+F7
Open recent 3 ‘Qlﬂ Make executable. Ctrl+Alt+h
Open example ’ _ Make source archive. .
B Save project Ctrl+Alt+5 ﬂ Make installation package...
£ Quit Ctrl+0 é’] Translate. .. Ctrl+T
Fiaqure 9- Project Explorer File Menu. o Eefresh
Properties. .. Alt+Retur

Figure 10- Project Menu.

Project - FirstProject

(e e e File Project View |Tools ?

0 & B 5] Properties F4

B Il W T s Toobox - O & 5 & @ Database manager...

=-@FirstPro [y Hierarchy Ctrl+H B Il B P ¢ Preferences... C
E3C1as gy Gonsole Fi1 S
;-&Forn : Figure 12- Project Explorer Tools Menu.
N leon editor F12
'E Modh Close all windows Ctrl+Altq
i PR

Figure 11- Project Explorer View Menu.
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The View menu will allow you to bring up the properties window or the
ToolBox window. You can open a console or use the Icon Editor to create
program icons. The Hierarchy option will open a window and show you your
project's class hierarchy. Finally, from this menu, you can close all of the windows
that are currently open in the IDE. The ToolBar buttons (see Figure 13 below)
provide single-click access to the most common menu items. Hovering your mouse
cursor over one of the buttons will display a ToolTip that will tell you what menu
action that particular button will perform.

Figure 13 below shows you the File menu and ToolBar. From the Project
Explorer TreeView you can double-click on a form and it will pop up for you-to
edit. Editing forms is simply a matter of selecting what type of control you'd like
to place on the form and then using the mouse to resize (draw) it on your form:

File Project View Tools ?

DFEF &0 H
R H O

Figure 13- Project Explorer Menu and Toolbar.

Right clicking on the form or any of its children (controls) will show you-a
pop-up menu that will allow you to perform operations on the control; edit:its
properties or delete it. The currently selected control is indicated by four black
squares called handles. Clicking on a handle and using the mouse to drag the
control where you want it will allow you to move or resize the control. “Double-
clicking on a control will bring up the code editor window and display any
existing event handler for the control or display a default event handler if there
have been none specified.

The Gambas Code Editor enables you to write code to handle events for the
controls you've placed on your form. In the ToolBox window, the Selection Tool
is the only item in the ToolBox that isn't actually a control. The Selection Tool
simply gives you control of the default mouse pointer. You use this pointer:to
select controls and perform positioning and resizing operations on forms and their
associated controls.

From the Project Explorer File Menu, choose the Quit option and save your

project. When we reopen it, all your work will be saved. In the next section, we
will begin to cover the essentials you need to understand in order to program with
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Gambas. We will come back to this project to develop a program that uses the
GUI after we learn a bit more about the Gambas coding environment, the primary
language concepts that are required to use Gambas, and some basics about-data-
types and variables. That is all covered in the next section and constitutes the
remainder of this introduction to Gambas programming. For now, take a short
break and we will continue when you come back.
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Chapter 2 — Gambas Language
Concepts

In this chapter, we will begin to learn the basic concepts needed to master
the Gambas programming language. The topics we will cover in this-chapter
include learning about Gambas data-types, constants, and variables and how to
declare and assign values to those constants and variables. We will learn about
the basic arithmetic operators, comparison operators, and string operators.

Gambas Variables, Data-types and Constants

Variables must be defined at the beginning of a class, method or function.
Variable declarations can either be local to a procedure or function or they can‘be
declared global to a class. A global variable is accessible everywhere in the class
it is declared. The format of a global variable declaration in Gambas takes the
following general form:

[STATIC](PUBLIC]PRIVATE) Identifier [Array declaration] AS [NEW] Data=type

If the PUBLIC keyword is specified, it is also accessible to the other classes
that have any reference to an object of that class. If the PRIVATE keyword is
specified, it is not accessible outside the class in which it was defined. If the
STATIC keyword is specified, the same variable will be shared with every object
of the class where it is declared. If the NEW keyword is specified, the variable is
initialized with (i.e., instantiated with) a new instance of the class using the data-
type specified. For local variable declarations, the format is like this:

[DIM] Identifier AS Datatype

This will declare a local variable in a procedure or function. This variable'is
only accessible to the procedure or function where it is declared. An example of
several local declarations is shown below:

DIM ivalue AS INTEGER

DIM stMyName AS STRING

DIM fMyMatrix[3, 3] AS FLOAT
DIM oMyObject AS OBJECT
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There are currently nine basic data-types a programmer can use to write
program code in Gambas'. These data-types include the following:

Boolean Byte Short
Integer Float Date
String Variant Object

Boolean data-types can contain only a single value, either TRUE -or
FALSE. TRUE is defined as 1 and FALSE is defined as 0. The declaration of a
Boolean variable occupies 1 byte of memory and the default value is FALSE. An
example of a variable declaration for a Boolean variable looks like this:

STATIC PRIVATE bGrid AS Boolean

Typically, a programmer would use a Boolean data-type when the only
values for the variable would be yes/no, TRUE/FALSE, 1/0, etc. If the values
used in your program could be anything else, Boolean would be an inappropriate
selection for the variable data-type. Another thing to note in the wvariable
declaration above is the placement of the lowercase letter b in from of the
variable name.

Good programming convention encourages this practice, known as the
Hungarian Notation, as it allows the programmers to know what data-type the
variable is by simply knowing that the 'b' stands for Boolean. What happens when
a programmer wants to use a Byte data-type instead of a Boolean data-type?
Typically, a second letter is added to the variable declaration so rather than using
'b' in front of the variable name the programmer would use 'by' as below:

STATIC PRIVATE bySomething AS Byte

The letters 'ar' 's', 'i', 'f, 'd', 'st, 'v' and 'o' are commonly used notations
when declaring variables while programming in Gambas. It is good programming
practice to force yourself to adhere to this technique so that others can.pick up
your code and use it without having to search around to find the data-type for
each variable encountered. Some programmers even use more than the first letter
(s) to name their variables. For example, they would code IntMyNumber or
ByteSomething.

10 In the second release of Gambas (Gambas2) "Long" and "Single" data types are planned. These data-types are like the C
LONG LONG and FLOAT data types. This is a significant improvement because Gambas2 will provide direct programming
access to the C API and will also support 64 bit platforms.

11 Hungarian Notation (HN) is a naming convention originated by Charles Simonyi of Microsoft. It was first presented in his
thesis and is widely used throughout the source code of the Windows operating system, among other places.
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The Byte data-type can contain values from O to 255 and occupies one
byte of memory when declared. The default value when a Byte data-type is
declared is 0. If you are certain your values will not exceed 255 then this data-
type is appropriate for use. If it is possible that the values assigned to this
variable would exceed 255, then the likely result would be a program crash at run
time. It is better to use the Short data-type or an Integer data-type for such
situations. For a Short data-type, values can range from -32768 to +32767.
Short data-types occupy two bytes of memory and default to a zero value when
declared. Integer data-types occupy twice as much memory, taking up four bytes.
The range of values you can use with the Integer data-type is from
-2,147,483,684 to +2,147,483,647. This is similar to the LONG data-type used-in
VB. Examples of Short and Integer data-type variable declarations are:

STATIC PUBLIC sSomeShort AS Short
STATIC PUBLIC iSomeInteger AS Integer

When integers will not work for your purposes, Gambas provides you with
the Float data-type. This data-type allows you to use floating point numbers for
your program. Float data-types are like Double data-types used in C and VB. The
range of values for float data-type variables is from -1.79769313486232E308 to
-4.94065645841247E-324 for negative values and from 4.94065645841247E-324
to 1.79769313486232E308 for positive values. Float variables occupy eight bytes
of memory and default to a zero value when declared. A sample declaration for a
float would be as follows:

DIM fRadius AS Float

The last numeric data-type we have in Gambas is the Date data-type.-Date
variables also take up eight bytes of memory. The date portion of the date is
stored in a four byte integer and the time portion is stored in a four byte integer.
It is stored as [Year, Month, Day ][, Hours, Minutes, Seconds] and is. usually
used with the Gambas built-in Date and Time functions, which we will' explain
about later in this book. The date data-type defaults to a NULL value when
initialized. Here is how to declare a Date data-type:

DIM ddate AS Date
DIM dtime AS Date

Strings, Variants and Objects are the non-numeric data-types supported in

Gambas. A String data-type is a series of zero or more characters that are
treated as a single entity. Strings can contain alphanumeric data. Alphanumeric
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means that the data can contain any combination of letters and integers or special
characters such as $% ™ &*. Strings, when declared take four bytes of memory.
This means the maximum size for a string is 4 bytes * 8 bits per byte, or 32 bits
squared (1,024 bytes). String variables default to a NULL value when declared.

Declare a string variable just like you would any other variable:
STATIC PUBLIC stSomeString AS String

The Variant data-type is used when you do not know what kind of data-
type the variable will be receiving. For example, if reading data from a file, you
could read an integer, a string, a single character, floating point numbers; ete. To
ensure the data is placed in a variable without causing a program crash, the
variant data-type is used. You can then test the variant data using some built-in
functions of Gambas to determine the data-type or you can just convert the data
to the data-type you need using a conversion function. We will demonstrate this
later in the book. For now, it is only important that you understand that variant
data-types exist and that they are used when you are not sure of the type of data
the variable will hold.

The Object data-type is a special data-type that holds and references
objects such as controls and forms. Later, when we begin to discuss OO
programming, we will cover the use of object data-types in greater detail. The
table shown below is presented as a convenient reference:

Gambas data-types

‘ Name Description ‘ Memory size Default

Boolean True or False 1 byte FALSE

Byte 0..255 1 byte 0

Short -32768 ... +32767 2 bytes 0

Integer -2147483648 ... +2147483647 4 bytes 0 =0
Float Similar to the double data-type in C 8 bytes 0 =

Date Date/time, each stored in a 4 byte integer. 8 bytes NULLV s
String A reference to a variable length string. 4 bytes NULLV 2 D
Variant Can consist of any data-type. 12 bytes NULL

Object An indirect reference to an object. 4 bytes Null

Now that you know about all the different types of data that Gambas
supports, we will start to look at what you can do with those data-types. When
using your variables in Gambas programs, they can be represented by data that
changes (e.g., it is a variable) or they can be represented by data that remains
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constant throughout the program. This type of data is known as a Constant in
Gambas. Gambas constants is used to represent a NULL object reference, a zero
length string, a NULL date, or an uninitialized variant. Examples of constants
include the values NULL, TRUE and FALSE. To declare a constant in Gambas use
the following format:

( PUBLIC | PRIVATE ) CONST Identifier AS Datatype = value

This declares a class global constant. This constant is accessible
everywhere in the class it is declared. If the PUBLIC keyword is specified, it-is
also accessible to the other classes having a reference to an object of this class.
Constant values must be Boolean, integers, floating point or string data-types.
Here are some examples of constant declarations:

PUBLIC CONST MAX FILE AS Integer = 30
PRIVATE CONST MAGIC_HEADER AS String = "# Gambas form file"

The built-in constants you would use in Gambas are listed in the table below:

Gambas Constants

Constant ‘ Example

The TRUE value. TRUE

The FALSE value. FALSE

Integer numbers. 0,562,17,-32769 k =
Hexadecimal short signed integers. &H100F3, &HFOFF, &FFFF :
Hexadecimal signed integers. &H1ABF332E, &1 CBF302E

Hexadecimal unsigned integers. &H80A0&, &HFCFF&

Binary integers. &X1010111101, %101000011 5
Floating point numbers. 1.1110, -5.3419E+4

String constants. "Hello, Gambas World!"

String constants to be translated. ("This is very, very cool") T2

NULL constant / void string. NULL
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String constants can also contain the following escape characters:

Escape character ‘ASCII equivalent

\n CHR$(13)

\r CHR$(10)

\t CHR$(9) s

\” Double quote

\\ Backslash

\Xx CHR$ (&Hxx) = 3

You can write a string constant in several successive parts. For example,

mmns=,nn

"My son" " is " "sixteen" is seen by Gambas as "My son is sixteen".
Variable Assignment

A programmer can assign any value to a variable in Gambas by using the
following general format:

Variable = Expression

This assignment statement assigns the value of an expression to one of the
following elements:

v Alocal variable

v A function parameter

v A global (class) variable

v An array element

v A public object variable or property

Here are some example of variable assignments:

iMyval = 1984
stMyName = "Orwell"
fMyNum = 123.45

Assignment Using The WITH Statement

This statement is most commonly used to set properties for controls. The
expression that exists between the WITH keyword and the END WITH instruction
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is used. The expression will begin with dot notation, i.e., .Text could be used.
WITH assigns the dotted expression on the left of the equal sign the value found
on the right side of the equal sign. Expression must be an object. Here is a
sample of how the WITH structure looks:

WITH Expression
.object = “something”;.
END WITH

As an example, the code below is code equivalent to hButton.Text = "Exit"

WITH hButton
.Text = "Exit"
END WITH

Operators and Expressions

Now that we know how to declare variables and constants and how to
assign values to these variables and constants, lets take a look at the operations
that can be performed with them. We will begin with comparison operators then
take a look at arithmetic operators and string operators.

Comparison operators
Comparison of two variables requires finding answers to questions like

“does x equal y” or “is a less than b”. The following comparisons are supported in
Gambas:

Operator Meaning Example

= Is equal to IF a = b THEN ...

<> Is not equal IFa <> c THEN ...

< Is less than IF a < d THEN ...

> Is greater than IFa > e THEN ... =

<= Is less than or equal to IFa <=fTHEN ... SR
>= Is greater than or equal to IF a >= g THEN ...

Arithmetic Operators

All of the basic arithmetic operations are supported in Gambas. These
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operators include addition, subtraction, multiplication, and division. The
standard symbols for these operations are '+', -, "', and '/'. For example,
Number + Number will add two numbers. When a value or variable is preceded
by a minus sign, -222, for example, Gambas computes the opposite sign of that
number. The value Zero is the opposite of itself. Now, we will start to write some
Gambas code using the Gambas terminal application feature. The console
window will display our output so lets use Gambas to experiment with the
operators as we learn about them.

Let's Start Coding Gambas

Now that we know about data-types and variable assignments, lets get our
feet wet with Gambas. Start Gambas and from the Project Explorer File Menu
select New Project. As you go through the New Project Wizard, select a Terminal
Project and click Next. Name this project TerminalTest and place it in a directory
called TerminalTest. Don't worry about any of the other options. Just click
Next>> until the wizard completes. Once the IDE appears with your new project
we will need to create a startup class in order to run our code. From the Project
Explorer find the TreeView item called Classes and right-click the mouse.-Choose
the New... option and take the default name Class1. The code window will
appear and inside the window it should look something like this:

' Gambas class file
STATIC PUBLIC SUB Main()

END

Let's take a look at some Gambas keywords you should know a bit more about
before we proceed.

END, RETURN and QUIT Statements

The END keyword indicates the end of a procedure or a function. There
are differences from VB when using END. In VB, the End command closes -all
forms and files and terminates the program. In Gambas, the END command works
more like VB's End Function combined with VB's End Sub. It closes the function
or subroutine. For the functionality of VB's End command, use the QUIT
command. It ends the program immediately. All windows are closed; and
everything is freed up in memory as cleanly as possible. In Gambas, when you
wish to exit a routine, you can use the RETURN command. Usually, RETURN is
used to return a value to the calling procedure. The format of RETURN is:
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RETURN [ Expression ]

When Gambas executes the RETURN command, it quits a procedure or a
function and completes its work by returning the value of Expression. Now, enter
the following code after the ' Gambas class file line (note that comments in
Gambas start with the ' [aka the tick mark]) and between the STATIC PUBLIC
SUB Main() and END statements. Once you have entered the code below in the

Gambas code window, click the green button from the Project Explorer
ToolBar to execute your program. Here is the code you want to try first:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N =3

R = -6

PRINT “===> #“ : N; " I n ;R; (1] and " ; -N : " I " ; —R;
END

If all goes well (and it should), you will see the blue shrimp (a.k.a., the Gambas
mascot) dance and the console window will respond with the following:

===> 3 | -6 and -6 | 3

Note that the value of variable N changed from a positive 3 to -3_and the
value of -6 changed to a positive value of 6. Don't worry about the syntax of the
PRINT statement or the use of the keyword DIM used to declare our variables for
now. We will cover these keywords later in the book.

To subtract values, use the format Number - Number and Gambas will
subtract the second number from the first.

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N =8
R =25
PRINT "===> "; N-R;

END

The console will respond with the following:

==> 3
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To multiply numbers, we use the format of Number * Number and
Gambas will multiply the two numbers. Here is another console example to try:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N =8

R=5

PRINT "===> "; N * R;
END

The console will respond with the following:

==> 40

Division is no different than multiplication. Use the format of Number /
Number to have Gambas divide two numbers. A division by zero error will ‘occur
if the value of the number to the right of the slash is zero. Try this console
example:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N=29

R =3

PRINT "===> "; N / R;
END

The console will respond with the following:
==> 3
Now try using the \ to divide instead of the / character:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N =29

R=5

PRINT "===> "; N \ R;
END

The console will respond with the quotient:

==> 1
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If you use a backslash to divide numbers, i.e., Number \ Number Gambas
computes the quotient of the two numbers. A division by zero error will-occur. if
the value of the number to the right of the backslash is zero. A \ B is the
equivalent of INT(A/B). To get the remainder, we can use the built-in ‘MOD
function like this:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N=29

R=25

PRINT "===> "; N \ R; " and the remainder is: ";9 MOD 5;
END

The console responds with:
===> 1 and the remainder is: 4

Using Number MOD Number computes the remainder of the quotient of
the two numbers. A division by zero error will occur if the value of the number to
the right of the MOD operator is zero. Finally, we can test the Division by Zero
error by typing this example:

STATIC PUBLIC SUB Main()

DIM N AS Integer
DIM R AS Integer

N=29

R=0

PRINT "===> "; N / R;
END

Gambas will respond with the following:

P
L7

e: Division by zero

Stop il Continue

Figure 14- A Division by Zero Error Dialog.
NOTE: Click the Stop button when you see this dialog appear.
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In order to raise a number to a given power (exponent), use the format of
Number ~ Power and Gambas raises Number to the power the Power operator
specified. Try this:

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N =2

R =3

PRINT "===> "; N " R;
END

The console will respond with the following:
==> 8

Gambas also has the ability to support logical arithmetic operations'.
Using the format of Number AND Number instructs Gambas to use the AND

operator to compute the mathematical AND of the binary values of both of the
numbers. Try this:

STATIC PUBLIC SUB Main()

DIM N AS Integer
DIM R AS Integer

PRINT "=> ";N AND R;" is the AND result of ";N;" and ";R
PRINT "=> ";N AND R;" is the AND result of ";N;" and ";R

PRINT "=> ";N AND R;" is the AND result of ";N;" and ";R
END

The console window responds with:

=> 0 is the AND result of 0 and 0
=> 0 is the AND result of 0 and 1
=> 1 is the AND result of 1 and 1

Likewise, Number OR Number used the OR operator and computes the
mathematical OR of the binary value of the two numbers.

12 In Gambas2, it will allow the use of concatenated operators. For example, a += 2 or B /= 4 will work just as if you were
programming in C or C++.
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STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

2
]
o

PRINT "=> ";N OR R;" is the OR result of ";N;" OR ";R
PRINT "=> ";N OR R;" is the OR result of ";N;" OR ";R

PRINT "=> ";N OR R;" is the OR result of ";N;" OR ";R
END

The console window responds with:

=> 0 is the OR result of 0 OR O
=> 1 is the OR result of 0 OR 1
=> 1 is the OR result of 1 OR 1

Number XOR Number uses the XOR operator and computes. the
mathematical exclusive OR of the binary value of the two numbers.

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N=20

R=0

PRINT "=> ";N XOR R;" is the XOR result of "; N; " XOR "; R
R=1

PRINT "=> ";N XOR R;" is the XOR result of "; N; " XOR "; R
N=1

PRINT "=> ";N XOR R;" is the XOR result of "; N; " XOR "; R
END

The console window responds with:

=> 0 is the XOR result of 0 XOR 0
=> 1 is the XOR result of 0 XOR 1
=> 0 is the XOR result of 1 XOR 1

Additionally, the following operators manipulate one or more numeric values and
return a numeric value:

DEC | INC | LIKE | NOT
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The DEC operator is used to decrement a value by one. The INC operator
will increment the value by one. The variable can be any target of an assignment
but must be a numeric value.

STATIC PUBLIC SUB Main()
DIM N AS Integer
DIM R AS Integer

N

R

DEC

INC R

PRINT "===> "; N; " | "; R;
END

i n
Z uun

The console will respond with the following:

==>4|6

LIKE is used to perform a Boolean comparison of a string. It takes ‘the
format of String LIKE Pattern and it returns TRUE if the String matches the
Pattern. The pattern can contain the following pattern-matching characters :

*

Match N number of any type of character.

? Match any single character.

[abc] Match any character specified between the bracket symboels:
[x-y] Match any character that exists in the interval x-y.

[ x-y] Match any character that does not exist in the interval x-y.

STATIC PUBLIC SUB Main()
PRINT "Rittinghouse" LIKE "R*"
END

The console responds with:
TRUE

The special character \ prevents the next character following it in a string
from being interpreted as a generic part of the string. Think of the \ character as
a control code. Try this:

STATIC PUBLIC SUB Main()
PRINT "Samson" LIKE "S*"
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PRINT "Gambas" LIKE "?[Aa]*"

PRINT "Leonard" LIKE "G[Aa]\\*"

PRINT "Alfred" LIKE "G["Aa]*"
END

The console responds with:

TRUE
TRUE
FALSE
FALSE

Note: you must use a double backslash character, \\ to print a backslash or special
string sequence containing backslashes. Otherwise the \ will be interpreted by the
compiler as a special character like "\n', '\t\, '\*', etc. Alternatively, you can use this
pattern string: LIKE "G[Aa][*]"

The NOT operator is used to return a result of an expression. The format-is
as follows:
Result = NOT Expression

When Gambas evaluates this expression, it computes the logical NOT of the
expression. If the expression is a string or an object, Gambas returns TRUE if the
expression is NULL. Here are some examples to try on your console:

STATIC PUBLIC SUB Main()
PRINT NOT TRUE
PRINT NOT FALSE
PRINT NOT 11
PRINT NOT "Gambas"
PRINT NOT ""

END

The console responds with:

False
True
-12
False
True

String Operators

In Gambas, when you want to compare or concatenate strings, you can use
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the string operators. These operators allow you to concatenate strings and file
paths, perform LIKE operations as explained above, determine if strings are equal
or not equal, less than, greater than, less than or equal to, or greater than or equal
to each other. The following table of string operations is shown for your
convenience:

Gambas String Operations

String Operation ‘ Result to determine

String & String Concatenate two strings.

String &/ String Concatenate two strings that contain file names. Add a path separator b;M;n
the two strings if necessary.

String LIKE Pattern Perform pattern matching using the LIKE operator. 2

String = String Determine if the two strings are equal.

String <> String Determine if the two strings different.

String < String Determine if the first string is lower than the second string =

String > String Determine if the first string is greater than the second string 2,

String <= String Determine if the first string is lower or equal to the second string = =

String >= String Determine if the first string is greater or equal to the second string =

Note : all string operator comparisons are case sensitive.

Here are some things to try using Gambas console:

STATIC PUBLIC SUB Main()
DIM a AS String
DIM b AS String

a = "ham"

b = "burger"

PRINT "===> "; A & B;

a = "Gambas"

b=1

PRINT "===> "; A & " is number " & B;
END

The console responds with:

===> hamburger
===> Gambas is number 1
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Chapter 3 - Keywords and Program
Flow Control

In Gambas, the programmer controls the program by using keywords and
conditional expressions. Gambas is an event driven language. The programmer
has the ability to direct what happens whenever any event occurs. ' The
programmer uses Gambas keywords (which are reserved words with very specific
syntax) to create instructions that guide what the program will do in-a given
circumstance. Conditionals are tests of an expression or a variable. The. test
could be an evaluation of the result of an operation or comparison of equality, for
example. The following table shows all of the Gambas keywords currently
supported:

BREAK CASE CONTINUE DEFAULT DO ELSE
END ENDIF END SELECT END WITH
FOR FOR EACH GOTO IF LOOP NEXT
QUIT REPEAT RETURN SELECT STEP THEN
TO UNTIL WAIT WEND WHILE WITH

The best way to understand what these keywords and conditionals-mean'is
to gradually introduce them with examples. Rather than go through the list-of
keywords in alphabetical order, let's take the approach of introducing them based
on the type of functionality they support. We will start with the most basic
statements and commands and progress through the more complex ones as we
continue. Let's start with the Gambas PRINT statement.

The PRINT Statement

The PRINT statement prints expressions to the standard output. = The
expressions are converted to strings by the Str() function. PRINT takes the format
of:

PRINT Expression [(;|,) Expression ...] [(;|,)]

Brackets used in the syntax definition above indicate optional parameters.
If there is no semi-colon or comma after the last expression, a newline character-is
automatically printed after the last expression. If a comma is used instead of a
semi-colon to separate expressions, then a tab character (ASCII code 9) is printed
between output values to separate the expressions. PRINT can also used to direct
output to a file. We will discuss printing to files when we get to the section on
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Input and Output. When using PRINT to write output to a file, expressions are
sent to the stream File and this format is used:

PRINT # File, Expression[(;|,) Expression ...]1 [(;|/,)]

Here is something to try using PRINT:

STATIC PUBLIC SUB Main()
DIM b AS Integer

b=1

PRINT "===> " & "b is: " & B

PRINT "===> ", " b is:", B

PRINT "===> "; "b is: " & B
END

The console displays the following output:

===> b is: 1
===> b is: 1
===> b is: 1

The IF Statement

The IF statement is used to make a decision. IF is one of the most common
structures used by programmers to make comparisons and decisions based on the
result of that comparison. Using IF logic, your program can perform comparisons
using operators you have learned about and subsequently make decisions based
on the result of such comparisons. IF takes the general form of:

IF Expression THEN
do something...
[ ELSE IF Expression THEN

do something else... ]
[ ELSE

do something completely different... ]
ENDIF

Here is an example using IF that you can try on the console:

STATIC PUBLIC SUB Main()

DIM b AS Integer
b=1
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IF b = 1 THEN
PRINT "===> " & "Gambas is number " & B;
ELSE IF b <> 1 THEN
PRINT "Should not print me!";
ELSE
PRINT "Something bad is happening"
ENDIF
END

The console responds with:

===> Gambas is number 1
The SELECT / CASE Statement

The SELECT statement evaluates an expression, comparing it to each CASE
specified, and will execute the code enclosed in the matching CASE statement-if
the expression evaluated is TRUE. If no CASE statement matches the expression
under evaluation, the DEFAULT or CASE ELSE statement is executed. — The
SELECT/CASE statement allows a programmer to build a code block capable of
evaluating many expression results without having to code an excessive amount
of IF/ELSEIF/ELSE statements. The format of the SELECT statement is:

SELECT Expression

[CASE Expression [, Expression ...]
[CASE Expression [, Expression ...]
[CASE ELSE | DEFAULT ...]

END SELECT

Here is some code to show you how to use the SELECT statement:

STATIC PUBLIC SUB Main()

DIM w AS Integer

w=1

' START: is a LABEL, used with GOTO explained below.
START:

PRINT "The value of w is: " & w

SELECT CASE w
CASE 1
INC w
GOTO START
CASE 2
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INC w
GOTO START
CASE 3
INC w
GOTO START
CASE ELSE
PRINT "The variable w has no handler for: " & w
END SELECT
PRINT "Final value of w IS: " & w
END

The console should respond with the following output:

The value of w is: 1

The value of w is: 2

The value of w is: 3

The value of w is: 4

The variable w has no handler for: 4
Final value of w IS: 4

Because the variable w was incremented to the value of 4 and there was:to
CASE to handle that value, the CASE ELSE block is executed. CASE ELSE can
also be written as CASE DEFAULT. Either way, it is where code defaults to when
no case satisfies the value of the variable being checked.

GOTO and LABELS

Note the use of the LABEL named START: in the previous code example.
The colon must be used with the label name and it must follow it without any
spaces between the label and the colon. Labels are the targets where a GOTO
instruction will direct program flow. While the use of GOTO should be judicious
it is sometimes necessary. It is used in the above example to demonstrate how-to
use GOTO and LABELS. Later, when we study looping structures, we will rewrite
this code to use a Gambas looping mechanism.

The FOR / NEXT Statement

Many times when writing code, programmers find the need to iterate
through a set of values (called looping) to process data. The FOR statement is a
looping statement commonly used in programs. It takes the general form of:

FOR Variable = Expression TO Expression [ STEP Expression ] ... NEXT
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The FOR statement repeats a loop while at each iteration of the loop
incrementing a variable. Note that the variable must be a numeric data-type (i.e.,
a byte, a short, an integer or a floating point number) and it must be declared as
a local variable. If the initial expression the FOR statement evaluates is higher
than the TO expression (for positive STEP values) or if the initial expression is less
than the TO Expression (for negative STEP values) the loop will not be executed
at all. The STEP keyword allows the programmer to define the size of the interval
incremented between loop iterations. Here is an example:

STATIC PUBLIC SUB Main()
DIM I AS Integer
DIM J AS Integer

J=1

FOR I = 1 TO 21 STEP 3
PRINT "LOOP iteration: " & J & ", I is equal to: " & I
INC J

NEXT
PRINT "J IS: " & J & " and I is: " & I

END

This code results in the following output:

LOOP iteration:
LOOP iteration:
LOOP iteration: is equal to: 7

LOOP iteration: 4 is equal to: 10

I is equal to: 1
I
I
I
LOOP iteration: 5, I is equal to: 13
I
I
2

is equal to: 4

wWN =

N N N N

LOOP iteration: 6, is equal to: 16
LOOP iteration: 7, is equal to: 19
J IS: 8 and I is: 2

Note that once the value of J exceeds the test of 21 in the loop, the loop
stops and code flow moves past the NEXT statement. The value of J-remains
unchanged when exiting the loop. Experiment with the code above, changing the
STEP value from 3 to 1, for example. Try to modify the FOR statement like this:

FOR I = 21 to 1 STEP -1

Gambas also provides a FOR EACH looping structure that allows you to
iterate through the values of a collection, array, enumerable classes, etc., without
the need to maintain an integer counter. We will fully cover the details of FOR
EACH when we discuss collections later in this book. At this point in your
introduction to Gambas, you are encouraged to play around with the code in the
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examples and change variable values, practice using the PRINT statement, etc.
Get to know the console and you will quickly learn it is a great tool to- test
expressions, code segments, etc. Do not be afraid to experiment with Gambas!
The very worst thing that can happen is your program blows up and you have to
restart your computer — unlikely, but indeed possible. Play around -and get
comfortable with Gambas. It is the best way to learn.

DO [WHILE] LOOP

The DO [WHILE] LOOP structure begins execution of a loop that will not
end until a condition is met or code within the loop structure forces an exit. The
code executed in the loop is delimited by the keywords DO and LOOP. If the
optional keyword WHILE is not specified, the loop would execute forever (an
infinite loop) or until some condition within the loop structure forced an- exit.~If
the optional keyword WHILE is specified, the loop is stopped once the evaluated
result of the expression becomes FALSE. In other words, while the results of this
expression are TRUE, continue to iterate (do) the loop. If the expression is FALSE
when the loop is started, the loop will not be executed at all. Here is the fermat
of the DO LOOP:

DO [ WHILE Expression ]

LoopP

The following code example should help you better understand how to use the
DO ... WHILE LOOP:

STATIC PUBLIC SUB Main()
DIM a AS Integer
a=1

DO WHILE a <= 5
IF a = 1 THEN
PRINT "Hello World, looping " & a & " time."
ELSE
PRINT "Hello World, looping " & a & " times."
ENDIF
INC a
LooP
DEC a
PRINT
PRINT "Goodbye World, I looped a total of:" & a & " times."
END
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The console prints the following:
Hello World, looping 1 time.

Hello World, looping 2 times.
Hello World, looping 3 times.
Hello World, looping 4 times.
Hello World, looping 5 times.

Goodbye World, I looped a total of: 5 times.

WHILE [Expression] WEND Loops

This loop structure begins a loop delimited by the WHILE ... WEND
instructions. The loop is repeated while Expression is TRUE. If, on initial entry, the
expression is FALSE, the loop is never executed. The DO WHILE LOOP and
WHILE ... WEND structures are equivalent. Try this code:

STATIC PUBLIC SUB Main()
DIM a AS Integer
a=1

WHILE a <= 5
IF a = 1 THEN
PRINT "Hello World, WHILE...WEND looping " & a & " time.”
ELSE
PRINT "Hello World, WHILE...WEND looping " & a & " times."
ENDIF
INC a
WEND
DEC a
PRINT
PRINT "Goodbye, WHILE...WEND looped a total of: " & a & " times."
END

The console should print the following:

time.

times.
times.
times.
times.

Hello World, WHILE...WEND looping
Hello World, WHILE...WEND looping
Hello World, WHILE...WEND looping
Hello World, WHILE...WEND looping
Hello World, WHILE...WEND looping

Uk wWwbh e

Goodbye, WHILE...WEND looped a total of: 5 times.
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The REPEAT UNTIL loop

This loop structure begins to execute code that is delimited by the
keywords REPEAT and UNTIL. A repeat loop will always execute at least once,
even if the UNTIL value is initially FALSE. Here is a sample to try on the console:

STATIC PUBLIC SUB Main()
DIM a AS Integer
a=1

REPEAT
IF a = 1 THEN
PRINT "Hello World, REPEAT UNTIL looping " & a & " time."
ELSE
PRINT "Hello World, REPEAT UNTIL looping " & a & " times."
ENDIF
INC a
UNTIL a > 5
DEC a
PRINT
PRINT "Goodbye, REPEAT UNTIL looped a total of: " & a & " times."
END

The console should print the following:

time.

times.
times.
times.
times.

Hello World, REPEAT UNTIL looping
Hello World, REPEAT UNTIL looping
Hello World, REPEAT UNTIL looping
Hello World, REPEAT UNTIL looping
Hello World, REPEAT UNTIL looping

U W=

Goodbye, REPEAT UNTIL looped a total of: 5 times.

Defining and Using Arrays in Gambas

There are two kinds of arrays that can be used in Gambas. The first type of
Gambas array works like arrays used in the Java programming language. The
other type of array that is used in Gambas is known as a Native array.~ When
using Java-like arrays, you must remember that the arrays are objects of the
following classes: Integer[], String[], Object[], Date[], and Variant[]. All of these
types of Java-like arrays can have only one dimension. You declare them like
this:

DIM MyArray AS NEW Integer|]
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Arrays are always initialized as void at startup. They are dynamic, and
have a lot of useful methods applying to them. When using single-dimension
arrays, these are the right choice. Native arrays on the other hand can support
multidimensional implementations or arrays with arrays objects of the following
classes: Integer, String, Object, Date, and Variant. They are declared like this:

DIM MyArray[Diml, Dim2, ... ] AS Integer
DIM MyArray[Diml, Dim2, ... ] AS String
DIM MyArray[Diml, Dim2, ... ] AS Variant

Native arrays can have up to eight dimensions. They are NOT-objects.
They are allocated on the stack if you declare them local to a function. They are
allocated inside the object data if you declare them as global in scope.. Native
arrays are NOT dynamic. They can't grow or shrink once they are declared. You
can only only set or get data from an element in these types of arrays. Here.is an
example of using a three-dimensional native array in Gambas. In this example,
the array is filled with integer values ranging from O to 26. Enter this code in
your console code window:

STATIC PUBLIC SUB Main()
DIM i AS Integer

DIM ii AS Integer

DIM iii AS Integer

DIM narMatrix[3, 3, 3] AS Integer
FOR i = 0 TO 2

FOR ii = 0 TO 2
FOR iii = 0 TO 2

PRINT i, ii , iii & " ==> ";
narMatrix[i, ii, iii] = i*9 + ii*3 + iii
PRINT narMatrix[i, ii, iii]
NEXT
NEXT
NEXT
END

When you execute this code, your output in the console window should be similar
to what is shown here:

000==>0
001 > 1
2 21 ==> 25
2 2 2 ==> 26
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Collections

Collections are groups of objects implemented with a hash table.
Collection objects use keys that are implemented as string data-types. The data
values corresponding to any collection key is a Variant data-type. Objects-in-a
collection are enumerable. NULL is used when nothing is associated with a given
key. Consequently, associating NULL with a key has the same effect as removing
it from the collection. The size of the internal hash table grows dynamically as
data is inserted. This class is created using this general format:

DIM hCollection AS Collection
hCollection = NEW Collection ( [Mode AS Integer] )

Note the word EACH after the FOR statement. The FOR EACH construct is
discussed next. Also, we will go into much greater detail about collections laterin
this book when we talk about object-oriented programming. We will develop -an
application that makes extensive use of collections. For now, just note that
collection elements are enumerated in the order in which they were inserted. into
the collection. However, if you replace the value of an already inserted key, the
original insertion order is kept.

The FOR EACH Statement

The FOR EACH statement executes a loop while simultaneously
enumerating an object. The Expression must be a reference to an enumerable
object such as a collection or an array. The order of enumeration in not
necessarily predictable. The general format of the statement is:

FOR EACH Expression ... NEXT
FOR EACH Variable IN Expression ... NEXT

This syntax must be used when Expression is an enumerable object that"is
not a container. For example, an object returned as the result of a database
query. The statements above create a new collection object. Enter the following
code into your console code window and run it.

STATIC PUBLIC SUB Main()

DIM MyDict AS NEW Collection
DIM strElement AS String

MyDict["absolute"] = 3

55



A Beginner's Guide to Gambas

MyDict["basic"] =1
MyDict["carpet"] = 2

FOR EACH strElement IN MyDict
PRINT strElement & " " ;

NEXT

END

Your console should display this output:

312

At this point, you should be getting a pretty good feel for the syntax and
structure of Gambas. We are going to move away from console-based (terminal)
applications and return to our first project to begin exploring the Gambas ToolBox
and learn how to develop a GUI-based program. It is time to take a break and
when you come back to the next chapter, you will be refreshed and ready to code.
Ah, heck. If you just cannot wait to jump in, go ahead and turn the page!
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Chapter 4 — Introducing the Gambas
ToolBox

The default Gambas ToolBox consists of many controls. As of this writing
using release (1.0.9), the following controls are currently supported:

Button

Label
TextLabel
TextBox
TextArea
CheckBox
ComboBox
ListBox
RadioButton
ToggleButton
Frame

Panel
TabStrip
ProgressBar
Image

Timer

Dial

SpinBox
ScrollBar
Slider
LCDNumber
ListView
TreeView
IconView
GridView
ColumnView
ScrollView
DrawingArea
GambasEditor
TableView
Workspace

T N 1T 98 T S R S R R R R 8 R 8 X R 8~ X x ~x < x

As you can see, there is a wide selection of tools for you to play with in
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Gambas. Our introduction to the tools (which are also called controls) will teach
you about what each control does, what properties, methods, and events-you can
use to direct the behavior of the interface you are building, and how to code the
control to make it work exactly as you desire. Along the way, we will be building
several simple projects to get you more experienced in using the Gambas IDE. All
of the controls in the ToolBox are built-in using the gb.qt component. - This
component implements the Graphical User Interface classes. It is based on the QT
library. Here is a list of the various functionality the gb.qt component provides:

Clipboard

Containers

Drag and Drop

Drawing

Fonts

IconView

Keyboard and Mouse

Menus

ListView, TreeView and ColumnView
Printing

R R X X R R " R

We will cover other components later in this book. At the top of Figure 15,
you see the word Form displayed. This is the default toolkit for the -gb.qt
component. For now, let's take a quick look at the ToolBox again and review the
icons therein.

Toolbox @@@

Farm

A A abc @ B [ox] v

1 Gamb I
| wza

ool @ B r
Clomes @ D
[{=LoT| Al | Gemb |

a |

Figure 15- The Gambas ToolBox.
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From the top left of Figure 1, the controls in the ToolBox (Row 1) are:

Select

Label
TextLabel
PictureBox
ProgressBar
Button
CheckBox

R R R R |

On the second row you will find:

RadioButton
ToggleButton
ToolButton
TextBox
ComboBox
TextArea
ListBox

R R R R |

On the third row we have:

ListView
TreeView
IconView
GridView
ColumnView
HBox

VBox

R R R R | "

The fourth row of controls display:

HPanel
VPanel
Frame

Panel
TabStrip
ScrollView
DrawingArea
Timer

R R R R " R
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At the bottom of the ToolBox window, the word QT is seen. If you click on
that, you will see the controls specific to the QT user interface appear, similar to
Figure 2 below:

Figure 16- Additional controls for QT.

The QT-Specific Controls found on the top row of Figure 2 are:

Selector
LCDNumber
Dial
SpinBox
ScrollBar
Slider
MovieBox

R R R R | *

The second row of controls include these tools:

v TableView
v HSplit

v VSplit

v Workspace
v TextView

The general approach to programming Gambas is to design the layout of
your forms, place the controls that make up your interface to the user on the
form, determine and handle the various events that can occur with each control
using a combination of built-in Gambas methods and your own code, and direct
the operations of the program using input/output data. If it sounds simple, it is

60



A Beginner's Guide to Gambas

because once you understand the mechanics of it all, it is simple. Once you get
used to programming event-driven applications in Gambas, it will become second
nature to you.

The first group of controls we are going to learn about are text-oriented-in
nature and serve to either display or gather text data or to generate an event that
you can write code for, such as pushing a button. These controls are:

Button
Label
TextLabel
TextBox
InputBox
TextArea

R X X = |

The Button Control

This class object inherits its attributes from the Control class, as do all the
controls in the Gambas ToolBox. Using this control implements a push button on
a form. A push button can display text, a picture, or both. You have the ability to
set one button inside a window to be the Default button. Then, when the user
presses the RETURN key, it will activate that button automatically. Also, you can
set one button inside a window to be the Cancel button. Pressing the ESC key
will activate the Cancel button automatically. This class is creatable, meaning
that you can write code to dynamically generate a button on a form at run-time.
To declare a button object, the format below is used:

DIM hButton AS Button
hButton = NEW Button ( Parent AS Container )

The Container, in most cases, will be the form where you place the button.
It could be any container object, however. This code will create a new push
button control. Note the variable name is preceded by the lowercase letter h.
This is a standard convention programmers use to refer to the handle (handles are
really references to something) of an object. Since Gambas supports object-
oriented programming, we will gradually introduce OO (Object-Oriented) concepts
to you as we encounter them. OO will be covered in much greater detail in
Chapter 11 of this book. Generally, objects are created from a class by assigning a
copy of the object to a variable, in this case hButton. This process, known as
instantiating an object occurs when hButton is assigned a value using the NEW
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keyword. What the line below means is hButton will be instantiated as a NEW
Button object and Parent is the property (read only) that will read a-method
(think of methods as functions that set or get a value) that is implemented inside
the Container class. The Container class is used because it is the parent class of
every control that can contain other controls. Now, this line of code should make
perfect sense to you:

hButton = NEW Button ( Parent AS Container )

Common Control Properties

Button properties are attributes that you can set or read using the property
window or by using code in your program. For example, the line of code below
will set the Text property of a button:

hButton.Text = “OK”

Note the format of the statement above. Control.Property = Expression is
the standard convention used for setting or getting attribute information from a
control. Many of the properties for controls are common among all controls, so
we will take the time now to explain all of the button properties here. Later in the
book, we will only explain the properties that are unique to a given control when
we encounter them.

BackColor is defined as PROPERTY BackColor AS Integer

This integer value represents the color used for the control background. It
is synonymous with the Background property. Note that PROPERTY..is a
predefined data-type used internally in Gambas. You can use the Gambas
predefined constants for color to set common color values:

Black Blue Cyan DarkBlue
DarkCyan DarkGray DarkGreen DarkMagenta
DarkRed DarkYellow Default Gray

Green LightGray Magenta Orange

Pink Red Transparent Violet
White Yellow

To set the BackColor property for hButton to red, you would use this code:

hButton.BackColor = Color.Red
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Alternatively, if you know the RGB (red, green, blue) or HSV (hue,
saturation, value) values for a specific color, Gambas provides a means to-convert
those values to an integer value that can be passed on to the BackColor (or-ot